Причёсываем код. Машины состояний

Очень часто необходимо, чтобы объект вёл себя определённым образом в зависимости от разных условий – состояний. К примеру, это может быть всплывающее окно, которое может иметь три состояния – появление, стандартная отрисовка, скрытие или же игровой персонаж, который может спокойно стоять, бегать или стрелять. Для определения подобного рода действий может использоваться код

///////////////////////////////

enum class State

{

Wait,

Dance,

Joke,

Move,

Run,

Attack,

};

void Update(float dt)

{

State state = GetCurrentState();

switch (state)

{

case State::Wait:

// animation idle

break;

case State::Move:

// animation move

// calculate new position

break;

case State::Attack:

// animation attack

// shoot the sheriff

break;

}

// очевидно изменяем состояние

state = State::Attack;

}

///////////////////////////////

Но может и техника, которая была для этого создана – машина состояний.

///////////////////////////////

CharacherFSM char\_fsm;

void Update(float dt)

{

char\_fsm.OnUpdate(dt);

…

char\_fsm.ProcessEvent(walk\_away(std::make\_pair(1, 1)));  
}

///////////////////////////////

Машина состояний уже не раз была описана и реализована разными людьми, но либо мне не хватало функционала, либо вместе с одной машиной нужно тащить целую [библиотеку](http://www.boost.org/doc/libs/1_57_0/libs/msm/doc/HTML/). Поэтому было решено залезть под капот и написать свою реализацию. О приключениях при создании будет рассказано в данной статье.

Часть 1. Теория, постановка задачи, имплементация.

Теоретическое определение машины состояний можно почитать на [Вики](https://en.wikipedia.org/wiki/Finite-state_machine), но нам – программистам – необходимо понять какой интерфейс нужен и как будут использовать сие творение. Данный шаблон проектирование планируется использоваться в системах реального времени, например, в играх. И входной/выходной набор символов, который необходим для полного соответствия математической абстракции будет упущен. Итак, что мы имеем.

1. Конечный набор состояний.
2. Начальное состояние.
3. Таблица переходов.
4. Конечное состояние.

И набор ограничений и пожеланий:

1. В машине может быть только одно активное состояние
2. Количество состояний и переходов должно быть масштабируемо.
3. Максимально простой интерфейс. Желаемый код:

/////////////////

StateMachine char\_fsm;

char\_fsm.AddState(Walk());

char\_fsm.AddState(Dance());

char\_fsm.SetTransitions({\_row<Wait, Dance, idle\_action\_completed>()});

…

char\_fsm.Start<FirstState>();

…

char\_fsm.OnUpdate(.1f);

…

char\_fsm.ProcessEvent(run\_away(position(0, 1)));

...

/////////////////

В главном классе машины –*StateMachine* – хранятся все состояния, одно из которых – текущее. В функции *Update* находится код, который переключает состояния. Есть два возможных подхода в переключении состояний:

1. Переход по триггеру: в каждом вызове Update пробегать по таблице переходов и, если триггер активирован, совершать переключение.
2. Переход по событию: извне машины или в одном из состояний передавать событие, а в Update просматривать произошедшее. Если пришло какое-либо событие, и оно совпадает с одним из переходов – переключаемся.

Коренное отличие – кто будет переключателем. В первом варианте переключать состояния будет машина, соответственно логика переключения будет в одном из имплементаций абстрактного *Transition*. Во втором варианте, события приходят извне и передавать события может кто угодно. Оба подхода имеют свои плюсы и минусы и применяются к разным задачам с переменным успехом. Выбор зависит от личных предпочтений. Мой выбор пал на второй вариант. Подобная модель также реализована в [boost::meta state machine](http://www.boost.org/doc/libs/1_57_0/libs/msm/doc/HTML/ch03s02.html#d0e358). Первый подход описан в AI for games (ISBN-13: 978-0123747310).

Первым делом создаём базовые классы события и состояния

///////////////////////////////////////////

struct Event

{

// do not forget about virtual destructor

virtual ~Event() {}

// method for coping events

virtual std::unique\_ptr<Event> Copy() const { return nullptr; }

};

class BaseState

{

public:

virtual ~BaseState() {}

virtual void OnEnter(const Event&) {}

virtual void OnExit() {}

virtual void OnUpdate(float dt) {}

};

///////////////////////////////////////////

Для того, чтобы не нагружать пользователя класса ненужной имплементацией методов, все методы *BaseState* не являются чистыми виртуальными. Часто достаточно имплементировать только один или два, например, обновления и входа. В *Event* объявлен только один виртуальный деструктор, чтобы создалась виртуальная таблица и мы могли использовать магию полиморфизма и кастов.

Набор членов класса машины состояний по сути отражает требования:

/////////////////////////////////////////////

class StateMachine

{

private:

std::vector<std::unique\_ptr<BaseState>> m\_states;

BaseState\* mp\_current;

BaseState\* mp\_next;

std::vector<Transition> m\_transitions;

...

};

/////////////////////////////////////////////

Что до переходов, то это простая структура с тремя полями, которые являются хэш-коду класса-состояния, из которого будет переход, по какому событию переход, в какое состояние переходить.

/////////////////////////////////////////////

struct Transition

{

size\_t m\_hash\_from;

size\_t m\_hash\_to;

size\_t m\_hash\_event;

};

/////////////////////////////////////////////

Теперь нужно выполнить условие старта – с какого-то состояния нужно начать. Есть два возможных сценария: старт с каким-то событием (возможно, понадобится передать дополнительные данные), старт с нуля. Для старта с определённого типа используется шаблон и поиск в векторе по хэш-коду состояния.

/////////////////////////////////////////////

class StateMachine

{

...

private:

BaseState\* FindState(size\_t i\_hash)

{

auto it = std::find\_if(m\_states.begin(), m\_states.end(), [i\_hash](std::unique\_ptr<BaseState>& ip\_state)

{

return i\_hash == typeid(\*ip\_state).hash\_code();

});

if (it != m\_states.end())

return it->get();

return nullptr;

}

...

public:

template<typename State>

void Start()

{

mp\_next = FindState(typeid(State).hash\_code());

if (mp\_next)

mp\_cashed\_event.reset(new Event());

m\_terminate = mp\_next == nullptr;

}

template<typename State>

void Start(const Event& i\_evt)

{

mp\_next = FindState(typeid(State).hash\_code());

if (mp\_next)

mp\_cashed\_event = std::move(i\_evt.Copy());

m\_terminate = mp\_next == nullptr;

}

};

/////////////////////////////////////////////

Для создания переходов воспользуемся шаблонной функцией

/////////////////////////////////////////////

template <typename StateFrom, typename StateTo, typename Event>

Transition \_row()

{

return{ typeid(StateFrom).hash\_code(), typeid(StateTo).hash\_code(), typeid(Event).hash\_code() };

}

class StateMachine

{

...

public:

void AddTransition(Transition i\_trans)

{

m\_transitions.push\_back(i\_trans);

}

void SetTransitions(std::initializer\_list<Transition> transitions)

{

std::copy(transitions.begin(), transitions.end(), std::back\_inserter(m\_transitions));

}

void AddState(std::unique\_ptr<BaseState> ip\_state)

{

m\_states.emplace\_back(std::move(ip\_state));

}

};

/////////////////////////////////////////////

Вот мы и добрались до главного – обновление и **переключение** состояний! Но сначала о жизни простого состояния:

1. Когда выполняется переключение состояния, то необходимо выполнить вход – OnEnter
2. Далее делаем однообразные, или не очень, действия – OnUpdate
3. Затираем следы и хвосты – OnExit

Естественно, перед входом в новое состояние необходимо выйти из текущего, если оно есть. Но сразу вопрос – какое ожидаемое поведение при событии, которое будет посылаться из OnEnter состояния? По нашей логике – выйти из текущего (то есть того, что послало событие) и зайти в следующее. Проблема в том, что текущее состояние может быть ещё не до конца инициализировано и падение или неожиданное поведение может настичь пользователя в самый неподходящий момент. Конечно, можно жёстко следить за входом/выходом своих состояний, но проще, если подобная ситуация вообще не возникнет. Делаем дополнительное ограничение – переход возможен только в *StateMachine::OnUpdate*, а в ProcessEvent только кэшируем событие и указатель на следующее состояние.

/////////////////////////////////////////////

class StateMachine

{

private:

void CheckNextStateTransition()

{

if (mp\_next == nullptr && !m\_terminate)

return;

if (mp\_current != nullptr)

mp\_current->OnExit();

mp\_current = mp\_next;

if (mp\_cashed\_event)

mp\_current->OnEnter(\*mp\_cashed\_event);

else

{

Event base\_event;

mp\_current->OnEnter(base\_event);

}

mp\_next = nullptr;

mp\_cashed\_event.reset();

}

...

public:

void ProcessEvent(std::unique\_ptr<Event> ip\_event)

{

if (mp\_current == nullptr)

return;

const size\_t cur\_hash = typeid(\*mp\_current).hash\_code();

const size\_t ev\_hash = typeid(\*ip\_event).hash\_code();

for (auto& transition : m\_transitions)

{

if (cur\_hash == transition.m\_hash\_from && ev\_hash == transition.m\_hash\_event)

{

auto p\_next = FindState(transition.m\_hash\_to);

if (p\_next)

{

mp\_next = p\_next;

mp\_cashed\_event = std::move(ip\_event);

}

break;

}

}

}

void OnUpdate(float dt)

{

CheckNextStateTransition();

if (mp\_current)

mp\_current->OnUpdate(dt);

}

...

};

/////////////////////////////////////////////

Что ж, теперь можем попробовать создать тестовую машину состояний

![](data:image/png;base64,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)

В конструкторе каждого состояния передаём ссылку на родительскую машину, чтобы можно было отсылать события из самого состояния.

/////////////////////////////////////////////

struct idle\_action\_completed : public Event {};

struct Dance : public BaseState

{

StateMachine& m\_parent\_fsm;

Dance(StateMachine& i\_fsm) : m\_parent\_fsm(i\_fsm) {}

virtual void OnUpdate(float dt) override

{

std::cout << "\t[Dance] OnUpdate" << std::endl;

m\_parent\_fsm.ProcessEvent(std::make\_unique<idle\_action\_completed>());

}

};

struct Joke : public BaseState

{

StateMachine& m\_parent\_fsm;

Joke(StateMachine& i\_fsm) : m\_parent\_fsm(i\_fsm) {}

virtual void OnUpdate(float dt) override

{

std::cout << "\t[Joke] OnUpdate" << std::endl;

m\_parent\_fsm.ProcessEvent(std::make\_unique<idle\_action\_completed>());

}

};

struct Wait : public BaseState

{

StateMachine& m\_parent\_fsm;

Wait(StateMachine& i\_fsm) : m\_parent\_fsm(i\_fsm) {}

virtual void OnUpdate(float dt) override

{

std::cout << "\t[Wait] OnUpdate" << std::endl;

m\_parent\_fsm.ProcessEvent(std::make\_unique<idle\_action\_completed>());

}

};

/////////////////////////////////////////////

Так как мы не привязаны ни к каким типам, то для создания машины будет отвечать функция, которая будет конструировать машину. Так как в состояниях используется ссылка на родительскую машину, то возвращать построенную машину по значению нельзя – поменяется адрес, поэтому передаём её как выходной параметр в функцию.

/////////////////////////////////////////////

void IdleFsm(StateMachine& o\_fsm)

{

o\_fsm.AddState(std::make\_unique<Wait>(o\_fsm));

o\_fsm.AddState(std::make\_unique<Dance>(o\_fsm));

o\_fsm.AddState(std::make\_unique<Joke>(o\_fsm));

o\_fsm.SetTransitions({

\_row<Wait, Dance, idle\_action\_completed>(),

\_row<Dance, Joke, idle\_action\_completed>(),

\_row<Joke, Wait, idle\_action\_completed>(),

});

o\_fsm.Start<Wait>();

}

void TestIdle()

{

StateMachine idle\_fsm;

IdleFsm(idle\_fsm);

idle\_fsm.Start<Wait>();

// or we can start with event

// idle\_fsm.Start<Wait>(idle\_action\_completed());

for (int i = 0; i < 10; ++i)

idle\_fsm.OnUpdate(.1f);

}

/////////////////////////////////////////////

***И что написать в выводах?***

Где добавить про компоновочные состояния – машина состояний в машине состояний? Если здесь, то получится слишком нагруженная статья. Возможно, в третьей части, где будет сравнение проводиться – мол, добавочные классы (они достаточно мелкие), но хотелось бы сравнение оставить сравнением, хотя придётся ещё буст туда притягивать (*или его притянуть во второй части, где будет шаблонная реализация*)

Часть 2. А как же шаблоны? / Больше контроля! Шаблонная реализация машины состояний. / *Машина состояний на тёмной стороне С++*.

В первой части мы сделали машину состояний в классическом ООП-стиле. И есть очень неприятный недостаток в коде – никакого контроля за типами и, вследствие этого, в метод OnEnter может прийти любой класс-наследник Event. Допустим, переход в состояние может быть по нескольким событиям. Тогда код обработки будет выглядеть

///////////////////////////////////////////////

void OnEnter(const Event& ev)

{

if (const auto ptr = dynamic\_cast<idle\_action\_completed\*>(&ev))

…

else if (const auto ptr = dynamic\_cast<dance\_action\_completed \*>(&ev))

…

}

///////////////////////////////////////////////

Эти касты будут преследовать повсюду. Что ж, пора использовать тёмную сторону С++ - шаблоны.

Часть 3. Сравнение